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Problem Statement

 The Phong Illumination Model and ray tracing engine explored thus 

far are flexible in the kinds of illumination they can simulate, but are 

only part of a larger formula for producing photorealistic ray traced 

images

 Part of the reason that basic ray tracing looks fake because of 

“jagged edges, hard shadows, everything is in focus, objects are 

completely still, surfaces are perfectly shiny, and glass is perfectly 

clear” (Hart, p. 2) [1]

 Depth of Field is needed as one way to enhance realism



Problems with Computer 

Generated Cameras

 In real life, cameras and our eyes filter light through a lens and 

control the amount of light allowed onto the image plane (image 

sensor or retina), which, according to Demers (2004) [6], causes 

some items to appear out of focus depending on their distance 
from the focal plane and the projection

 Default 3D camera model does not replicate true camera 

functionality (such as controllable focal distance and aperture), 

meaning the image is rendered in perfect focus and the viewer 

immediately realizes that the image is computer-generated

 Our current camera does provide focal distance but is not 
configurable by the user (“Focal Distance = Length(lookAtPoint –

eyePoint)” (Harvey, 2012) [7])



Use Z-Buffer (depth information) to post-

process DoF (Yu, 2004) [10]

Slightly different camera model and 
simplified CoC calculation 

Simpler camera model with single 
aperture coefficient

(Yu, 2004) [10]

(Yu, 2004) [10]

(Yu, 2004) [10]
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(Yu, 2004) [10]

(Yu, 2004) [10]



Algorithm (Yu, 2004) [10]

 Algorithm developed by Tin-Tin Yu from Michigan Technological University 

[10]

 Procedure involves calculating CoC, then applying a Uniform Distribution 

algorithm to blur the pixel and distribute light (Yu, 2004) [10]

 Our approach differs in that Yu manually calculates object depth distances 

(Z ← Znear*Zfar / (Zfar - z*(Zfar-Znear)) (Yu, 2004) [10]), but ours has this 

information already calculated

Yu, 2004 [10]

Yu, 2004 [10]

Yu, 2004 [10]

Yu, 2004 [10]



Implementation

 RTCamera: added lens distance, aperture and focal distance variables w/getters

 RTCore_Compute_DepthOfField: created new class to take existing image and use BlurImage() to blur it with 

UniformDistribution method.

 RTCore_Utilities: added utility functions to compute a pixel's height and width (taken from MP1)

 RTCore_ResultStorage: added fourth mResultBlurredImage as fourth Bitmap variable, initialized it with 

SetResultColors. Added public Vector3[][] pixelColors framebuffer to use to store original color information in 

Vector3 form (which is then used to calculate blurring). This was to avoid converting between 

System.Drawing.Color and Vector3, which got messy.

 RTCore_Compute: added line to add computed pixel color to frame buffer to pass in to depth of field 

calculations.

 RtCore_Thread: Called BlurImage(mPixelColors) at the end of RTRenderingDone (single-threaded only!). Added 

RTBlurredRenderingDone (called by BlurImage function in RTCore_Compute_DepthOfField) which calls 

RTWindow.SetBlurredImage

 RTWindow: Added SetBlurredImage, which replaced the pixel coverage Bitmap with our blurred image Bitmap. 

Changed RTWindow_Paint routine for repainting the subwindows to have mMaskGraphics draw the 

mResultBlurredImage instead of the mPixelCoverage if ShowDepth is not checked.  Added reBlurImage method 

to re-blur the image based on new input from the user.

 RTCore_SceneDB: added SetCameraBlurring method to set the camera variables based on the user's input

 3DPreviewerDesigner: added blurring controls.



Results 1
Blurring on the outer edges of the 
image is seen in particular along the 
checkered pattern of the image. This 
illustrates an exceedingly large CoC 
due to the controls we used.



Results 2
Having the values set below, gave the illusion that 
the CoC was being calculated correctly and that 
the darker area was in focus, however, this is not the 
case.  The CoC of the darker area below is still out of 
focus. This effect was achieved with non-realistic 
lens distance and focal distance values.



Results 3
The entirety of the image is blurred with 
a large aperture. This is true to life where 
large apertures cause anything far 
away from the camera to be very 
blurred. 
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